Formal Analysis of Service-oriented Architectures

Abstract. Even though model checking is one of the most accurate analyses techniques to verify software systems, the problem of model checking is that it is not feasible for large and complex software systems, which their state spaces are too large. In these situations one can use scenario-based model checking techniques. In this paper, we present an approach to analyze large and complex systems specified by graph transformation systems. To do so, we propose the scenario-based model checking techniques. We explain how the approach will affect to the size of the state space by focusing on the most important occurring scenarios in a system.
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Introduction

For the most of the modern software systems it is desirable to operate "correctly" (especially for safety-critical systems) [1]. By "correctly" we mean that in these systems there must be no bug and all the requirements must be covered by the developed software system. Finding the bugs and defects in the early stages of development process has less cost. So, it is better to do verification on the model in the design stage and before implementation.

Another important issue is that some times it is desirable to analyze different critical application scenarios and operations (like database access, user interaction, communication with remote components, etc.) on the model before implementation in order to judge the realizability of a given application scenario. Especially, in distributed applications it is very important to choose the right platform middleware before implementation to reduce the cost.

Model checking techniques are one of the most accurate and automatic techniques to not only verify safety-critical systems, but also to analyze different critical application scenarios. But as a precondition for using model checking techniques, it is necessary to specify the system through a proper formalism like graph transformation systems.

Graphs and diagrams are a very natural means to describe complex structures and systems and to model concepts and ideas in a direct and intuitive way [3]. For example, the structure of an object-oriented system or the execution flow of a program can be seen as a graph. Graph transformation [3, 4] is very popular as a high-level and expressive specification formalism (e.g. to formally capture software requirements). Therefore using graphs and graph transformation systems as a formal background for software modelling is a natural choice. But even using graph transformation for modeling, it is necessary to find a proper solution for verification. There exist different approaches to verify graph transformation through model checking like [5,6,7]. All these approaches can deal with priori bounded transition systems because it is the nature of the model checking techniques generally.

In this paper we follow the line of works presented in [8] and [6,9]. In [8], the authors present an style-based approach for modeling service oriented architectures. Then the authors explain the importance of analyzing application scenarios in distributed applications. But for the lack of a proper approach, they cannot analyze the desired scenarios efficiently and they just do some experiments by simulation. In fact, the most important part of their work is proposing an approach for modeling service oriented applications through an architectural style. But modeling is not enough since users want to be able to discover the interesting properties behind their models. Thus the modeling must be complemented with proper analysis capabilities. In [6,9] the authors present an efficient solution for model checking graph transformation using a model checker called Bogor [10]. The presented approach has some key characteristics like supporting layered graphs [9], verification of attributed and typed graph transformations and supporting different kinds of properties for verification (e.g. safety, reachability, liveness and deadlock freeness). In this paper we use this approach to verify different scenarios on the systems which are modeled using style presented in [8]. Note that we use models presented in [8] for analysis, because we believe that it is a practical approach can be used to develop large, dynamic, loosely coupled and service oriented systems. But in general, the proposed approach can be used for analyzing different systems which are specified by graph transformation systems.

The rest of the paper is organized as follows: in the section 2, the required background i.e. Bogor and graph transformation will be discussed. In Section 3, the proposed approach will be explained. In section 4, the related work will be presented and section 5 concludes the paper.

Bogor and Graph Transformation

We use the approach presented in [6,9] to analyze the scenarios. In [6,9], we have proposed a method for encoding GTS along with different properties to BIR1—the input language of Bogor—. So, it is necessary to briefly introduce the main characteristics of the presented approach.

Bogor is an extensible software model checking framework developed at Kansas State University. It has novel capabilities which make it a proper framework to use in domain-specific analysis approaches.

In Bogor, control-flow and actions are stated in a guarded command format: guard expression evaluates conditions, while actions (commands) modify the states of the system. The guarded commands are placed into one or more locations. The locations are created by labeling parts of the code using 'loc' in BIR. It is also possible to modify the control-flow by explicitly jumping among locations using 'goto' in BIR.

For example, consider the BIR model of Fig 1, it comprises a global variable x initialized to 20 and a thread.

---

1 Bandera Intermediate Representation
system example{
  int x:=20;
  main thread MAIN(){
    loc loc0:
      when x%2==0 do {x:=x/2;} goto loc0;
      when x%5==0 do {x:=x/5;} goto loc1;
    loc loc1:
      when x%2==0 do {x:=x/2;} goto loc0;
      when x%5==0 do {x:=x/5;} goto loc1;
  }
}
Fig. 1. An example BIR model

Now, after a short description of Bogor, we can represent our approach to verify graph transformation systems through Bogor. The main steps of the proposed approach to encode graph transformation systems are summarized as follows: (for more details, interested readers can refer to [9])

- The first step is encoding type graph into BIR to define the data structures needed later. Each note type is translated to a ‘record’ contains all the information in the node (include attributes and associations), then we add a further record to represent the graph itself.
- The second step is instantiating the host graph. To do so, a variable of type ‘graph’ must be declared in BIR. Then in the first loc (loc0) using only one true guard we initialize the host graph. Note that this guard does not need any condition.
- In the third step, the rules must be rendered into BIR. This process is done in the second loc (loc1). Each LHS (Left Hand Side) of the rule (and NAC –the Negative Application Conditions- if present) are encoded into one or more guards while the RHS (Right Hand Side) is rendered into the actions.
- In the end, the properties must be translated into BIR. To do so, we use special graph rules in which LHS shows the positive conditions, NAC shows the negative ones and the RHS is similar to the LHS while it does not change the states.

Our Proposed Approach

There is a growing need for large, but distributed, flexible and loosely coupled software systems. To support flexibility, modern distributed applications are usually deployed on top of a platform middleware like CORBA, EJB or Web Services.

However, the costs and the level of support provided may differ among the platforms, as well as the precise rules of interaction between components. Choosing the right platform for a given application is therefore a mission-critical question, especially as later migration may be costly, if not impossible [2].

In order to reduce this risk, it is common to produce a prototype implementation covering all critical application scenarios and operations, like database access, user interaction, communication with remote components, etc. Following a model-driven development approach, application scenarios are expressed at a conceptual level, for example, in terms of UML [11] use case and sequence diagrams. This representation allows to reason about requirements at a high level of abstraction, without considering implementation-specific details and it has a direct impression on the costs.

Our proposal is to check the reachability of consecutive configurations obtained from the sequence diagrams by horizontal cuts after abstracting from application specific details of business messages.

Here we are interested in showing that starting from the initial configuration, applying a proper sequence of graph transformation rules, the configuration obtained after sending the business message in the first cut of the sequence diagram is reachable (in the cases in which the scenario is realizable). But the problem is that we do not know the elementary operations how and in which order are performed.

How ever, we can state the configuration after the sending message in the first cut, in terms of a reachability graph and then check it using Bogor according to the approach presented in [9].

Consider the first cut in scenario specified through a sequence diagram. We know after sending such a message a reachability graph must be reachable. If we call this reachability graph P1 we can simply check it by the LTL formulae: ◊(P1). Now, to verify other parts of the scenario, we can consider other cuts and define the reachability graphs P2,P3,...,Pk from the cuts 2,3,...,k respectively. Then using the LTL formula ◊(P1^◊(P2^◊(...))) one can check the realizability of the scenario.

Although the approach presented above seems sound theoretically, but in practice there are some limitations. For example, it is not practical to translate and verify the mentioned reachability property in Bogor all at once, because it can be complicated. In addition, all the state space (or a large part of it) must be searched by Bogor. Now we can use a better (more optimized) solution.

Fig. 2. A sequence diagram representing a general scenario

The idea: first, we must remove objects (nodes) in the host graph which are not involved in the scenario. Note that the deleted nodes must be from business related components and it cannot be a part of non-functional components. Consider a general scenario represented by a sequence diagram as shown in Fig. 2.

Our proposal is to check the reachability of consecutive configurations obtained from the sequence diagrams by horizontal cuts after abstracting from application specific details of business messages. Hence, in the first cut of the
sequence diagram of Fig 2, we must define the configuration of the system after sending the message m1 from object A to B through a reachability property named P1. Now to verify it, we check \( \langle P1 \rangle \), in fact, using the translator presented in [9], this property will be translated to a BIR function and then Borger performs the verification. If the reachability property holds on the model, we can consider the second cut and so forth. But to increase the performance, we use another approach. We check the safety property \( \langle \neg P1 \rangle \) (the negation of the reachability property) to obtain the sequence of applied graph rules performed on the initial state. If the first cut is reachable (property) to obtain the sequence of applied graph rules from the initial configuration H1, the model checker must report an error along a counter-example when checking the safety property. Tracing the counter-example, we obtain a sequence of graph rules applied to the initial state H1. Suppose this sequence consists of rules R1,R2,...,Rk. It means starting from the state H1, then applying rules R1, R2,... to H1 (with the same order) results the state H2: 

\[ H_1 \xrightarrow{R_1} G_1 \xrightarrow{R_2} G_2 \xrightarrow{R_k} H_2 \]

In which Gi’s are intermediate generated host graphs (states). As we mentioned it before, for model checking we use AGG and Borger. In fact, the system is modeled in AGG. Now, we make a very simple modification on the model in AGG. We add a node type called "RuleNo" to the type graph. This node has an attribute named "No" of type integer. In the host graph, we add a node of type RuleNo with the value equal to 1 for its attribute "No". For each rule in the set of R1, R2,...,Rk, we add two nodes of type RuleNo, one into the LHS and the other to the RHS. Then for the rule Ri (i ≤ k), we set the value of "No" attribute in the LHS to i and the RHS to i+1. For other rules in the graph transformation system which are not in set (R1,R2,...,Rk), (i.e. k+i), we set the values to n+1 (n is the number of all the rules). Using this approach, only rules R1, R2,...,Rk will be applied to the host graph (in the same order). Using AGG and starting from the host graph H1, by opening the "Transform" tab and choosing "start" the host graph H2 will be generated after a while. Now, for the second cut in the sequence diagram, we use the host graph H2 for the starting state rather than H1. The reason is that (1) for the second cut, the analysis can continue from the state in the last step and the model checker does not need to generate the previous states, so it is possible to find reachable states (for the next cuts) sooner and (2) it is possible to change the rules (not always) in a way that the size of the transition system is reduced (without changing the semantics), as we will discussed more about it in this section.

Now we consider the second cut in which the component B sends the message m2 to the component C in Fig 2. Suppose the configuration of the system after receiving m2 by B, can be defined through a reachability property P2. This time we start from H2 and then check the reachability of P2. If it is reachable, then we check its negation form as a safety property \( \langle \neg P2 \rangle \). If the second cut is reachable from the configuration H2, the model checker must report an error along with a counter-example. Tracing the counter-example, we obtain a sequence of graph rules applied to the state H2. Suppose this sequence consists of rules R1',R2',...,Rk'. It means starting from the state H2, then applying rules R1', R2',...,Rk' to H2 (with same order) results the state H3. This procedure can continue until either an error occurs (the safety property holds on the model), in this case the overall property (scenario) is not satisfied (realizable) on the mode, or a finial state Hc is reached (c is the number of cuts) and it means that the overall property (scenario) is satisfied (realizable) on the model. In this case we have:

\[ H_1 \xrightarrow{cut} H_2 \xrightarrow{cut_2} H_3 \xrightarrow{... cut_c} H_c \]

Using the approach presented above, it is possible to verify larger models and scenarios because each time (after a cut) we use the state generated in the previous step as the starting state for the next step and it seems a branch and bound paradigm, because in each step we reduce the state space by eliminating those states which were generated in the previous step. Although using this approach is semi automated, but it is possible to analyze larger models and more complicated scenarios.

Related Work

In [12,13] the authors presents an architectural style to model service oriented architectures, but for the modeling they just mention that it is possible to analyze reachability properties using model checking, without explanation how it is possible. In fact, in these works, the authors have a more stress on modeling rather than analysis.

In [2] the authors present a style-based approach for modeling service oriented architectures using styles. The styles are defined using graph transformation systems. For analyzing scenarios, they suggest model checking. They use MorØ [14] for this purpose. They encode graph transformations to MorØ code and then MorØ carry out the model checking. But they did not present a general (automatic) approach to verify graph transformations using MorØ. In addition, in the cases in which all the transition system must be searched, the authors mention that the state space explosion will occur. Also, they emphasize “that unsuccessful preliminary model checking attempts were also useful from a validation point of view, as they revealed several unexpected side effects of graph transformation rules”.

The same authors extend their work [8]. In this extension, they use UML stereo types to use by designers who are not familiar with graph transformation systems. For analysis, they use scenarios and model checking. They use CheckVML for model checking, as it is not suitable for dynamic models [15] (models in which nodes are added/deleted by transformation rules while the system evolves), so they do some experiments using simulation.

There are also other approaches which use different notations rather than graphs to state the software architecture; hence they use different approaches for analysis. The use of model checking techniques for verifying software architectures has been thoroughly studied by several proposals. vUML [16], veriUML [17], JACK [18], and HUGO [19] support the validation of distributed systems, where each statechart describes a component, but do not support any complex communication paradigm. So, it is not possible to analyze scenarios by these approaches.

Conclusion

In this paper, we have introduced scenario-based model checking, an efficient solution to analyze large and complicated software systems. The idea is rendering properties to scenarios. Then, one must check the reachability of consecutive configurations obtained from the sequence diagrams by horizontal cuts after abstracting from application specific details of business messages.

Using this approach, one can analyze the result of different critical application scenarios before implementation. In addition, considering the only components (nodes) involved in the scenario, and ignoring other components, the performance can be increased. Especially, if we could change the rules in a scenario-directed way, the performance will be considerably better.
We must notice that this approach is not a general approach applicable for analyzing every property or even every model because it is not always possible to render a property to a scenario or changing the model. But still it is a solution which can be used to analyze large and complex software models.
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