Methodology for Application Logic Recovery from Existing Systems

Abstract. Newly emerging software design paradigms necessitate changes in legacy enterprise applications. For many such legacy systems their transition to the new paradigms becomes problematic or even impossible due to obsolescence of technologies they use. Replacement of the old system with the new one, built from scratch, is usually economically unacceptable. Therefore, there is a growing interest in methods for automated migration of legacy systems into a new paradigm. In this paper we propose a methodology for extraction and migration of application logic information from existing systems. The information extracted from a legacy application is stored in the form of precise requirement-level models enabling automated transformation into a new system structure.
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Introduction

Newly emerging software design paradigms (like SOA and cloud computing, for example) necessitate dramatic changes in system design and usage patterns. For many legacy applications it means that their further development and transition to these new paradigms becomes problematic or even impossible due to obsolescence of technologies and architectural patterns on which they are based. The only reasonable way to overcome these problems is to build a new system that would accomplish similar functionality as the old one, yet enabling business and technology agility offered by the new paradigms. The cost of building a new system from scratch is often too high. Therefore, there is a call for methods and tools supporting automated recovery of the knowledge buried inside legacy applications and enabling migration into new system design.

In this paper we propose a methodology for extraction of application logic information from legacy systems that can be further easily migrated into new system design. The understanding of application logic extraction from the system design is fundamental to the effective recovery of business value contained in the legacy system. Application logic carries the information about the user-system dialogue in relation to domain-specific processing and platform-specific user interface appearance. In our solution, such information can be extracted from any legacy system by determining its observable behaviour. It can be then stored in the form of requirement-level models compliant with the RSL language. These models can be then transformed into architectural and design-level models (e.g. in UML or SoaML) or even into code. The proposed method is supported by a tooling framework and is an important supplement to the methods for recovery and migration of architecture from legacy systems, that are being developed within the REMICS project [1].

Capabilities of RSL for Storing Application Logic Information

Software systems' architecture can be structured conforming to a number of design principles. The popular architectural patterns are multilayered architecture [2], Model-View-Controller [3] and Model-View-Presenter [4]. The common part of these are components responsible for controlling the flows gathered by system's interfaces from "the outside" of the system (as inputs from users or other systems), using them to trigger business processing inside the system and then passing responses to output interfaces. This common part is called application logic or workflow logic [5].

Application logic in a typical layered system is realized in one of the layers and it bridges the gap between the business logic (data handling and processing layers) and the user interface tier. These two latter layers conform to the limitation of calling modules of adjacent layers only and communicate only through the application logic layer. In the MVP pattern the Presenter simply passes flows between the View and the Model. In an MVC-style architecture, most of the application logic processing resides in the Controller part, that handles the inputs captured by the View, makes calls to the Model and then sends signals to the View, so they can be passed on to the users.

The application logic information reflects the observable behavior of any IT system and defines the way in which it is operating internally. The application logic’s dynamic aspect is a supplement to the information contained in static architectural models. Application logic analysis gives more in-depth look into the system than observation of the “exteriors” of a system (GUI design and user manual analysis). Also, most of the time, the flow of control contained in the application logic is easier to capture and understand than information contained in the source code.

In our approach the application logic information extracted from legacy systems can be stored in the form of models at the requirements level. For that purpose we adapted the Requirements Specification Language (RSL) which is well suited for storing such information.

The Requirements Specification Language (RSL) is a semi-formal language for specifying software requirements. Figure 1 shows an example of the language notation. RSL employs use cases for defining the system's behaviour. Each use can be detailed by one or more textual scenarios consisting of sentences in constrained natural language. Every scenario is a numbered sequence of actions that are performed either by an actor or the system and lead to success or failure in reaching the use case goal. Every
such action is expressed by a single sentence in the SVO grammar. Sentences in this grammar are composed of a subject, a verb and an object, optionally followed by a second indirect object. The subject indicates who performs the action (the “user” or the “system”). The objects in a sentence represent notions from the business domain (e.g. “book”) or user interface elements (e.g. “book details window”). The verb, in turn, is strongly relevant to the direct object – it describes an operation that can be performed in association with that object (e.g. “validate book”, “display book details window”). The indirect objects can represent detailed data that is passed while performing actions (e.g. “displays book list window with book list”).

In addition to action sentences, also condition and “invoke” sentences can be used, which organizes the flow of control between scenarios. Condition sentences are used to define alternate sequences of actions that are performed according to the condition defined. Conditions relate to the system state or actor’s decision. “Invoke” sentences, in turn, are used to denote that another use case (more precisely: one of its scenarios) can be invoked from within currently performed use case.

Notions and phrases used in scenario sentences are linked to elements of the domain model. These elements can have their definitions specific to the system’s domain.

Such notation, separating descriptions of the system’s behaviour from descriptions of the domain problem, is easily understandable to different audiences, including end-users, thus allowing them to discuss the application logic of the system to be built. On the other hand, to facilitate automatic transformations from requirements to design-level models and code, the RSL syntax is precisely defined through a meta-model in MOF [6]. The full RSL specification, including abstract syntax, concrete syntax and semantics, can be found in [7].

![Fig. 3. Elementary example for GUI interactions](image)

**Fig. 3. Elementary example for GUI interactions**

The next step is to transform scripts obtained from the GUI-ripping tool into an RSL model. This is done with the TALE tool (Tool for Application Logic Extraction). This novel tool automatically extracts sequences of user-system interactions producing scenarios with SVO sentences. Figure 1 shows an example of extracted scenario representing the interaction illustrated in Figure 3.

Furthermore, the TALE tool also re-creates the domain vocabulary containing domain notions (created mainly based on data passed to and from the user) and UI elements (windows, buttons, input fields, etc.) used in the recovered scenarios. What is important, the tool is able to extract information about the composition of specific notions. For example, when there is a form displayed to enter book data (such as author, title, etc.) a composite notion for “Book data” is created (see Figure 1). Such notion contains descriptions for every field filled on the form, instead of a number of unrelated notions reflecting these fields. This reduces the amount of simple notions created from the GUI recordings and therefore reduces the unnecessary complexity of the recovered model.
The extracted use case scenarios linked to a domain vocabulary form the initial RSL model. This model is human-readable thus giving the possibility of its easy extension and modification. Some modifications are necessary due to not all of the application logic information can be automatically retrieved. This includes sentences that control flow of scenario execution (conditions and invoke sentences) and sentences expressing internal system operations (e.g. calls to business logic operations), such as “System verifies data”, “System stores information” etc. Also domain vocabulary usually needs renaming some notions. Moreover, changes can be done to cater the migrated system for new or changed functionality or just to optimize some scenario flows.

All these modifications can be made in the ReDSeeDS tool, which offers a comprehensive RSL editor. It allows for writing use case scenarios in SVO grammar and managing of domain specification elements. Switching between TALE and ReDSeeDS is seamless since both tools are integrated within a single framework and they share common data model which is an implementation of the RSL metamodel.

The refined RSL model, containing both the still relevant “legacy” requirements and the “new” ones, is a starting point for the migration phase in which a new system structure is generated. The generation is realised through a model transformation within the ReDSeeDS tool that has a built-in transformation engine for the MOLA language [9]. The structure and notation of the target model depends on the chosen transformation profile as shown in Figure 4.

Currently “RSL to UML” and “RSL to Code” transformations profiles are ready to use. “RSL to UML” transformations implements the MDA concepts and is able to generate 4-layer solution architecture (Platform Independent Model) and detailed design based on abstract factory in Java (Platform Specific Model) (for details refer to [10]). The “RSL to Code” transformation generates full structure of the system following the MVP architectural pattern, including complete method contents for Presenter and View layers. It also provides a code skeleton for the Model layer.

According to current trends, service-oriented solution is the expected target of the migration process. Our ongoing work currently focuses on the development of transformations from the RSL models into platform independent architectural SoaML models and, possibly, full application logic code for a selected novel web technology.

Because SoaML and UML have the common meta-model, transformations into SoaML and into UML are expected to be similar. The output model of both groups of transformations is UML based logical system design at different levels of abstraction, relevant to the structure of the source requirements specification (use cases, notions and packages). The “RSL to SoaML” transformations is expected to generate target models showing the structure of services their behaviour based on use case scenarios.

Summary
Since the presented solution combines some existing approaches, it has been already partially validated. The results presented in [11] prove very good acceptance of the RSL as a specification language. Moreover, evaluation results of the ReDSeeDS approach (see [12]) have shown the feasibility of transformation-supported path from semiformal requirements to code in a model-driven way. A nontrivial part of a software system can be generated by transformations from appropriately defined RSL models.

A comprehensive evaluation of the presented approach in the industrial context is currently ongoing. A larger case study based on a legacy corporate banking system is performed. The main objective of this case study is to modernize the legacy system by migrating it into a cloud in the SaaS model in order to provide uniform access to the system functionality by the customers’ external systems.

This research has been carried out in the REMICS project and partially funded by the EU (contract number IST-257793 under the 7th framework programme), see http://www.remics.eu/.
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